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Using unvalidated input as part of a directive or command to a subsystem can introduce vulnerability.

Description
"Injection" is a special kind of input validation vulnerability. It is special in that the input that is not validated
is later used as input to some embedded system, such as a script processor or a database.

Warning
The several pieces of advice presented here that relate to "injection" are very ambiguously related. Their
coverage in literature tends to define them somewhat arbitrarily by either their engineering cause of the
pattern of attack carried out by an adversary to exploit them. These two ways of describing vulnerabilities
lead to quite different coverage and to different categorizations. Even the term "injection"—which is fairly
uniformly used—is strange to engineers since the use of the term implies a clearly adversarial perspective,
rather than an engineering one.

Command Injection
When a program accepts unvalidated input from a user and uses that input to form a dynamic command to be
executed by a "command-oriented" subsystem, a vulnerability may exist.

The usual context for this class of vulnerability is a program that invokes a command processor (e.g., UNIX

shell) with commands derived from user input [[VU#50232812], VU#19537113].

SQL Injection
When a program accepts unvalidated input from a user and uses that input to construct a dynamic SQL query
to an SQL database, a vulnerability may exist.

The usual context for this class of vulnerability is a web server that accepts input from browsers, uses that
input to construct queries against a server-side database, and formats the query response to the browser.
The browser user may construct crafted input that, when embedded in a string that is interpreted as an SQL
query, performs database operations that are not intended.

Cross-Site Scripting
The security community that has not completely settled on the definition of cross-site scripting. In its
simplest form,

Cross-site scripting is possible when

1. An adversary tricks a victim into clicking on a link that he crafted and presented to the victim (via
a web server or email),

2. The link contains a URL with embedded malicious script (typically as a query string), and

3. The URL refers to host that echoes input back to a browser without input validation.
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12. #dsy342-BSI_refs
13. #dsy342-BSI_refs

http://buildsecurityin.us-cert.gov/bsi/about_us/authors/320-BSI.html
http://buildsecurityin.us-cert.gov/bsi/1084-BSI.html
#dsy342-BSI_refs
#dsy342-BSI_refs


Never Use Unvalidated Input as Part of a Directive to any Internal Component 2
ID: 342-BSI | Version: 6 | Date: 11/14/08 5:05:43 PM

When the victim clicks the link, he is referred to the host in the URL, the host processes the query
string and echoes it to the victim's browser, and the victim's browser executes the malicious script.

This is an unusual vulnerability because the system at fault, the web site not doing input validation, is not the
victim of attack.

The only remedy for this vulnerability is for the web site to perform adequate input validation.
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